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Abstract: The promise of easier development, scalability, and cost-effectiveness has made serverless computing quite 

popular in recent years. But this fundamental change in the architecture of cloud computing brings new security 

concerns. The security implications of serverless computing are examined in this paper, along with potential threats, 

weaknesses, and best practices to improve the overall security posture in a serverless computing. 
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I.   INTRODUCTION 

Serverless is an application delivery method where cloud providers automatically intercept user requests and computing 

events to dynamically allocate and scale compute resources, allowing you to run applications without having to provision, 

configure, manage, or maintain server infrastructure. 

It makes use of the Function-as-a-Service (FaaS) concept, a type of service within public cloud, that frees developers from 

managing a large server infrastructure by enabling them to package and distribute their code easily. Developers construct 

logic that is deployed in containers that are fully managed by the cloud providers and then executed on demand using the 

event-driven computing execution architecture known as FaaS. 

With serverless functions, the servers are separated from application development, and the cloud provider manages the 

provisioning, maintaining, and scaling of the server infrastructure in response to the code actions that are triggered. 

Serverless functions adapt to demand and scale up and down on their own. Serverless are frequently measured by demand 

using an event-driven execution strategy. Therefore, while a serverless function is not in use, it incurs no costs. An example 

of a serverless function is a program might wish to retrieve and send specific data when the user makes an HTTP request. 

This “if-then” is known as an event. The famous examples of FaaS contain Google Cloud Functions, Microsoft Azure 

Functions, Oracle Cloud Infrastructure Functions, and AWS Lambda. 

The use of serverless technology is due to the fact it expedites the software development. It enables developers to handle 

the application operations themselves while contracting out the maintenance of the server infrastructure to the Cloud 

Provider. Nevertheless, the cloud service provider (CSP) is solely in charge of the security of the cloud – not security in the 

cloud. This implies that the serverless application has security issues that are specific to the serverless architecture in 

addition to the risks and vulnerabilities that traditional programs still encounter. 

II.   KEY SECURITY CONCERNS 

As organizations increasingly migrate toward serverless models to optimize scalability and reduce operational complexity, 

it is imperative to scrutinize the vulnerabilities associated with this paradigm. The following section identifies security 

concerns and challenges that demand attention within serverless computing frameworks: 

https://www.researchpublish.com/
https://www.researchpublish.com/
https://doi.org/10.5281/zenodo.12634327


ISSN 2348-1196 (print) 
International Journal of Computer Science and Information Technology Research  ISSN 2348-120X (online) 

Vol. 12, Issue 3, pp: (1-4), Month: July - September 2024, Available at: www.researchpublish.com 
 

Page | 2  
Research Publish Journals  

A. Inadequate Data Encryption: 

Concerns arise when sensitive data is not appropriately encrypted. In serverless computing, inadequate encryption measures 

for data in transit and at rest can expose information to risks. Adversaries could eavesdrop on unencrypted data in transit, 

leading to data interception. Inadequate encryption at rest may allow unauthorized access to stored data, compromising 

confidentiality. 

B. Authentication and Authorization Challenges 

Authentication and authorization mechanisms are critical in serverless architectures. Insufficient identity management can 

enable malicious actors to leverage compromised or stolen credentials to gain unauthorized access, allowing them to exploit 

vulnerabilities in serverless functions, compromise data integrity, and potentially execute unauthorized actions leading to 

data manipulation or exfiltration. 

C. Code Injection Vulnerabilities 

Serverless functions are susceptible to code injection attacks if input validation and sanitization are not rigorously 

implemented. Malicious input can lead to the execution of arbitrary code, jeopardizing the security and functionality of the 

serverless application. 

D. Insecure Dependencies 

Serverless applications often rely on third-party dependencies. Security concerns arise when these dependencies are not 

carefully managed, updated, or monitored. Vulnerabilities in external libraries or outdated dependencies can be exploited, 

compromising the overall security of the serverless system. 

E. Limited Visibility and Monitoring 

The inherently distributed and event-driven nature of serverless architectures poses challenges in terms of visibility and 

monitoring. Limited insight into runtime environments can hinder the detection of security incidents, making it difficult to 

identify and respond to potential threats promptly. 

F. Cold Start Security Risks 

Cold start refers to the initialization phase of serverless functions. Security risks during this phase may include delays, 

potential exploits, or vulnerabilities unique to the initialization process. Understanding and addressing these concerns is 

crucial for securing the entire lifecycle of serverless functions. 

G. Resource Exhaustion Attacks 

Denial-of-service (DoS) attacks targeting serverless applications can lead to resource exhaustion. Malicious actors may 

overload functions, causing service degradation or unavailability. Implementing effective rate limiting and monitoring 

mechanisms is essential to mitigate such attacks. 

H. Data Residency and Compliance Concerns 

Compliance with data residency regulations and industry standards is vital. Serverless applications may process and store 

data in different geographic locations, raising concerns about adherence to legal and regulatory requirements governing 

data protection and privacy. 

I. Secure Configuration Challenges 

Misconfigurations in serverless environments can introduce security vulnerabilities. Inadequate configuration settings may 

expose sensitive information or grant unintended permissions. Regularly reviewing and updating configurations is essential 

to maintain a secure posture. 

J. Dependency Confusion Vulnerabilities 

Dependency confusion arises when unintended or compromised libraries are used. In serverless computing, this could lead 

to the inclusion of unauthorized dependencies, potentially introducing security risks and compromising the integrity of the 

serverless application. Diligent management and verification of dependencies are crucial to prevent such vulnerabilities. 
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III.   SECURITY BEST PRACTICES 

Organizations adopting serverless technology often face significant security concerns. Traditional security methods, 

designed for server-based or static applications, are inadequate for serverless environments due to their unique architecture. 

Traditional applications are vulnerable to security issues such as cross-site scripting, broken authentication, and injection 

attacks. Although these threats remain, the mitigation strategies must be adapted for serverless frameworks [6]. 

To enhance serverless security, the following practices should be applied:  

A. Monitor the Serverless Environment 

Effective monitoring of serverless environments is crucial. Serverless monitoring involves tracking serverless applications 

and infrastructure, such as functions and event-driven services, without dedicated servers or virtual machines. This 

monitoring can be achieved using cloud-native monitoring tools provided by the cloud service provider (e.g., AWS 

CloudWatch, Azure Monitor, or Google Cloud Operations Suite). These tools offer insights into function execution, 

performance metrics, error rates, and other critical data. Additionally, third-party solutions like Datadog or New Relic can 

provide more granular monitoring and alerting capabilities, including tracing and logging to identify performance 

bottlenecks and security incidents in real-time. 

B. Implement Robust Authentication 

Authentication in a serverless architecture involves securing access to functions and data. This can be managed through 

cloud-based services such as AWS Cognito, Azure AD, or Google Identity Platform. These services offer robust user 

authentication and authorization mechanisms, integrating seamlessly with serverless functions. Implement multi-factor 

authentication (MFA) and use identity federation to enhance security. Ensure that API tokens and keys are securely stored 

using secret management services like AWS Secrets Manager, Azure Key Vault, or Google Secret Manager.  

C. Prioritize API Gateway Security 

API gateways, such as AWS API Gateway or Azure API Management, provide a centralized point for managing and 

securing API traffic. Configure the gateway to enforce security protocols like OAuth 2.0 for authentication and 

authorization. Implement rate limiting and request validation to protect against abuse and malformed requests. Use 

SSL/TLS to encrypt traffic between clients and the gateway, ensuring data integrity and confidentiality. Regularly review 

and update security policies to adapt to evolving threats.  

D. Assign Least Privilege Roles to Functions 

Apply the principle of least privilege when assigning roles to serverless functions. This involves granting the minimum 

permissions necessary for each function to perform its intended tasks. Use fine-grained access controls and IAM policies 

(e.g., AWS IAM, Azure RBAC) to limit access to other resources. Regularly audit and review permissions to ensure they 

are not overly permissive. Automated tools can help identify and remediate overly broad permissions.  

E. Ensure Dependency Security 

Serverless applications often rely on third-party libraries and dependencies from repositories like Maven and PyPI. To 

secure these dependencies, use tools such as Snyk, Dependabot, or OWASP Dependency-Check to scan for known 

vulnerabilities. Implement continuous integration/continuous deployment (CI/CD) pipelines that include automated security 

checks for dependencies. Regularly update dependencies to patch known vulnerabilities and minimize exposure to security 

risks.  

F. Sanitize Input to Prevent Injection Attacks 

Injection attacks remain a significant threat in serverless applications, especially when user or event data is used as input. 

Implement input validation and sanitization techniques to clean incoming data. Use libraries and frameworks that 

automatically handle input sanitization and validation (e.g., OWASP ESAPI). Avoid directly concatenating user input into 

SQL queries, JSON paths, or other data structures that could be exploited. Implement logging and monitoring to detect and 

respond to injection attempts promptly. 

By following these practices, organizations can significantly enhance the security of their serverless environments, 

protecting against common threats and ensuring the reliability and integrity of their applications. 
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IV.   CONCLUSION 

We have demonstrated in this work how serverless computing differs from existing virtualization technologies in that it 

offers more security benefits, but it also presents new security dangers and concerns. Specifically, we have examined 

serverless architectures that are now in use, categorized security concerns that are currently in use, and provided helpful 

suggestions to strengthen the security posture.  
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